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Abstract

The sensor fusion topic comes naturally with the recent development of a new robotic
platform at the IRIDIA laboratory that utilizes a new set of sensors. Sensor fusion has
the potential to enhance the perception capabilities of each robot and open the way to
new possibilities in swarm robotics experiments.

The main objective of this Master’s thesis is to develop a sensor fusion technique, specially
designed for this new robotic platform and able to merge data from different sensors to
increase the accuracy of the robot in detecting and estimating the position of other robots
in the swarm, and obstacles.

The camera and LiDAR of the robot are selected to be part of the sensor fusion scheme
after analysis of the different perception sensors, and a data fusion method is implemented
based on the literature review and selected sensors. The algorithm combines the Hun-
garian algorithm to associate data between the sensors and the Kalman filter to fuse the
data. Three variants of this algorithm are based on different LiDAR detection meth-
ods: a standalone Euclidean clustering method, Euclidean clustering based on detected
bounding boxes from the camera, and a fully assisted method using the position estimate
from the camera. The methods are evaluated in three different scenarios to assess their
performance.

The experiments showed that the standalone Euclidean clustering LiDAR method is the
most suited LiDAR detection method for the sensor fusion algorithm. The experimental
results were discussed and several adjustments were made to improve this variant of the
fusion algorithm. The algorithm also showed great resiliency in scenarios where one or
both sensors are faulty.

The sensor fusion algorithm developed in this work proves efficient at merging data from
the camera and the LiDAR. The algorithm has better results than both sensors taken
individually and the ability of the robot to sense other robots in the swarm is demon-
strated.

Keywords: Sensor fusion, Swarm robotics, Kalman filter, Camera, 2D LiDAR
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Chapter 1

Introduction

The idea of this Master’s thesis comes from the development of a new robotic platform
at IRIDIA suited for swarm robotics experiments. The new robots have multiple sensors
that capture different data and overlapping data. The sensors of robots used in swarm
robotics experiments are usually very limited in precision and coverage [1].

Sensor fusion is worth studying in any system equipped with multiple sensors, as it im-
proves the overall ability of the system to sense its environment. Since the sensors are
already there and providing their own data, their combination comes essentially for ”free”
or, more precisely, at the cost of computing hardware and power, which is minimal com-
pared to the cost of the sensors. Plus, most of the time, the computing hardware is
already there to collect data from the different sensors.

Sensor fusion is a broad term that encompasses a lot of techniques and applications.
Sensor fusion in its widest definition can refer to any method that consists of combining
data coming from several sensors, either to increase the global accuracy of some system
measuring some state or associate measurements of different states or both [2] [3].

The goal of this work is to investigate how sensor fusion can be designed for such a robotic
platform to enhance the perception capabilities of the robots. I will try to reach this goal
by developing a sensor fusion method based on the state of the art and analysis of the
individual capabilities of the present sensors and their potential in a sensor fusion scheme.

1.1 Main contributions

I focused mainly on developing and implementing sensor fusion techniques between a
camera device composed of an RGB camera and a stereo pair, and 2D 360° LiDAR
to improve each robot’s ability to detect other robots in the swarm and estimate their
positions in real-time. These techniques can detect and compute the relative position of
not only the robots but any kind of object of interest or obstacles if the camera algorithm
is trained to detect them.

All the software was developed as a ROS package since many components of the robot
already use ROS and it is the best way to integrate this work on the robots. The package
is available on GitHub1.

1https://github.com/Said-belaroussi/mercator_sensor_fusion_ros_pkg
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ROS is an open-source framework designed for robotics and autonomous systems develop-
ment. It includes a huge set of tools and libraries that make it easier to create and main-
tain software components for robotics. In practice, ROS provides a publisher/subscriber
messaging system to permit communication between different software modules.

I used the publisher/subscriber system to its fullest in this work to separate the soft-
ware into multiple independent components that can be activated or deactivated easily
depending on usage.

Concretely, I developed two sensor fusion techniques with the first one using 3 variants of
LiDAR detection:

• High-level and modular fusion: Each sensor performs detection and position esti-
mation of the robots separately before fusing the data using a Kalman Filter and
Hungarian algorithm. This method is not specific to the sensors used on the robots
and can be used with any number of sensors. Its performance was evaluated when
coupled with 3 different LiDAR detection methods:

– Standalone LiDAR detection: The LiDAR performs detection by itself using
Euclidean clustering and then estimates the positions of the detected clusters.

– Partially assisted LiDAR detection: The LiDAR uses the detections performed
by the camera to know in which directions to look for targets and then estimates
their positions.

– Fully assisted LiDAR detection: The LiDAR uses all the data provided by the
camera including its position estimation of the targets. The LiDAR will search
for the closest position to each target in its readings within a certain radius.

• Complementary fusion: The camera is used to detect the robots, while only the
LiDAR provides depth data to estimate position. This method has the advantage of
saving battery power since the stereo pair of the camera is not used. It also provides
a baseline to compare the improvement in accuracy for the previous method.

Additionally, I selected a method to calibrate the stereo camera and the LiDAR together
to ensure the alignment of data from the sensors and increase the accuracy of the fusion
methods.

I developed a protocol to evaluate the accuracy of these techniques based on similar works
and created a dataset for this purpose. This dataset can be used to:

• Evaluate future techniques and compare them to the ones proposed in this work.

• Perform regression testing to ensure any modifications in the implemented tech-
niques do not lower their quality.

I did assess the performance of each sensor fusion method in real experiments, discussed
the results, and implemented improvements based on them.

1.2 Outline

This thesis is structured as follows:

• Chapter 2 is dedicated to the literature review of swarm robotics and sensor fusion
in general.
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• Chapter 3 is about the introduction of the robotic platform and analysis of the
different perception sensors that are present.

• Chapter 4 contains all the methodology used and implemented in this work, in-
cluding the core of the fusion algorithm, and based on it, the camera and LiDAR
detection methods.

• Chapter 5 presents and summarizes the different sensor fusion techniques developed
in this work.

• Chapter 6 is dedicated to all the experiments done including, the setup, evaluation
metrics, results discussion, and improvements.

• Chapter 7 offers a conclusion to this Master’s thesis and possible future develop-
ments.
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Chapter 2

Related work

Sensor fusion techniques have gained a lot of popularity in the Automotive industry in
recent years and are a vector of advancements in Advanced Driver-Assistance Systems
(ADAS) and autonomous driving because of the need to increase vehicles’ perception
capabilities of their environment [3]. This is done initially by using different kinds of sen-
sors that complement each other and can detect other vehicles, obstacles, road markings,
traffic signs, etc. The data from the individual sensors is relevant in itself but additional
information is gained by combining it.

In ADAS and self-driving, the most used sensors for perception are camera, LiDAR (Light
Detection and Ranging), and Radar (Radio Detection and Ranging). The camera is used
to detect and classify objects, LiDAR provides accurate depth sensing that can be used to
estimate the distance to detected objects, and Radar can sense objects and their velocities
[4]. By combining the data from the three sensors, not only is their complementarity
great and permits the detection, classification, and measurement of distance to objects,
and their velocities, but also it profits from redundant information. For example, both
the camera and radar are detecting objects (not necessarily the same detections but can
be overlapping) and both LiDAR and RADAR provide positions of the detected objects.

The sensors are not limited to those described above. The camera can be a mono or stereo
camera (which adds depth capability), and the LiDAR can be 3D or 2D, 360° Field of
View or less. There are also proximity sensors which measure distance to obstacles but
are limited in Field of View, Radio Frequency Identification which provides position and
identification using a physical RFID tag [5], ultrasonic sensors which rely on the speed of
sound to measure distances [6], and many others.

2.1 Sensors in swarm robotics

Before discussing the usage of sensors in swarm robotics, let’s first see what differentiates
a swarm of robots from a simple group of robots or a single robot. In [7], constraints that
a swarm of robots has to respect are listed as follows:

• Robots are autonomous.

• Robots are situated in the environment and can act to modify it.

• Robots’ sensing and communication capabilities are local.

• Robots do not have access to centralized control and/or to global knowledge.
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• Robots cooperate to tackle a given task.

These constraints are not there to only constrain the robot system but to guarantee some
nice properties such as:

• Not having a single point of failure since all robots are autonomous, the swarm will
continue its mission even when losing one or more robots [8].

• Ability to do missions in areas not covered by GPS (or any other form of global
knowledge) [9].

• Losses of robots due to failures are less costly since the total cost of the robot system
is split between all the robots, compared to a system with a single robot.

Many advancements were made recently in the swarm robotics field and the sensors typ-
ically used for robots in swarm experiments are inexpensive and of lower quality than
those for standalone robots [10] [11] [12]. This is not a problem but, in fact, an advan-
tage. Of course, robust and high-quality sensors are always preferred, but the trade-off is
their higher price. One of the advantages that swarm design brings to robotics is enabling
several robots of lower cost to work together towards a shared objective. While the same
objective could likely be accomplished by a single high-cost robot, it comes with a higher
risk of mission failure and/or damage and loss of the robot [13].

At first glance, sensor fusion in swarm robotics appears to be an unusual combination of
topics because, in swarm robotics, it is accepted that robots are individually less capable
of sensing their environment than they are as a collective swarm [14]. Thus, the focus
should be on enhancing swarm techniques rather than individual robot sensing through
sensor fusion. However, sensor fusion between sensors on the same robot shares a similar
philosophy with swarm robotics.

Regarding perception in swarm robotics, the goal is to enhance the quality of what the
swarm perceives locally [15] [16]. Improving the perception accuracy of individual robots
will directly enhance the local perception of the swarm. Moreover, sensor fusion techniques
developed in this context can also be applied to data from different robots, as local
communication between robots is possible.

2.2 Classification of sensor fusion methods

Sensor fusion methods are numerous and depend on the sensors used, available compu-
tational power, and objectives. Nonetheless, the sensor fusion methods used to increase
the accuracy in detecting objects can be classified into three main classes [17]:

• Low-level fusion: fusion is performed at the lowest possible level of processing of the
data. The raw data from the sensors is fused and detection/classification of objects
is done on the fused data. Doing fusion at this level has the advantage of preserving
the maximum of information possible. Machine learning techniques are often found
in this class because deep neural networks are really suited to extract the maximum
of information from raw data.

• Middle-level fusion: fusion is rather performed after some preprocessing of the data
coming from each sensor. The preprocessing can go from simple denoising to high-
level feature extraction. it has the advantage of using less computational power,
and less data has to be communicated if the sensor can do the preprocessing with
its hardware.
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• High-level fusion: each sensor data is preprocessed separately to generate a list of
detected objects. Depending on the sensor, they can include additional informa-
tion like the bounding box of the detection, position in 2D/3D coordinate frame,
velocity, orientation, etc. The fusion is done on the provided object lists to produce
a more accurate list of the detected objects. It can go from simply joining all the
objects detected in the lists if the sensors give strictly complementary information
(no overlapping in their environment perception) to the increase in the quality of the
detections, by better estimation of the confidence in the detection, more accurate
position, velocity, etc (the sensors overlap their environment perception).

2.3 Sensor fusion in robotics for localization

For the localization problem of mobile robots, the extended Kalman filter (EKF) is used
as the basis of most of the algorithms because of its ability to fuse data for nonlinear
combinations of sensors and have equivalent accuracy in real-world scenarios to the Un-
scented Kalman Filter while being less computationally hungry, allowing to save battery
power [18].

In [19], the localization problem for an autonomous dam surveillance robot where the
robot needs accurate localization to plan its surveillance route indoors and outdoors and
ensure the dam safety. To improve the localization, a first extended Kalman filter loop is
used to fuse wheel encoders, IMU, and LiDAR odometry, the result of this fusion is then
used in a second extended Kalman filter loop to fuse with GNSS data.

In [20], the data from IMU, wheel encoders, visual odometry, and laser-based mapping
are fused to provide reliable localization for robots in Urban Search and Rescue contexts.
The fusion is also done with an extended Kalman filter loop.

In [21], the data from an indoor static radar infrastructure, ultrasonic sensor, and robot
odometry are fused using an extended Kalman filter to provide absolute 2D localization
of the robot.

In [22], extended Kalman filter is used to improve simultaneous localization and mapping
(SLAM) by fusing first, the data from IMU and LiDAR SLAM in a first EKF loop and
then with Stereo SLAM data in a second EKF loop.

2.4 Sensor fusion for object detection

Object detection does not require tracking, but it becomes necessary in the context of
sensor fusion when several sensors can detect objects. The goal of tracking is to correct
the estimation of the state of an object based on observations from multiple sensors.
When tracking multiple objects, data association is another necessary step to associate
new observations of different objects with previous observations and more than that, to
associate detected objects from different sensors together.

In [23], a Mono Camera and 3D LiDAR are mounted on a vehicle and the sensor fusion
technique is based only on the complementarity of the two sensors. Before anything,
a calibration step is done to align correctly the perception of the camera and LiDAR.
A neural network is trained to detect different road users and traffic signs used on the
images from the camera and produces detections in the form of bounding boxes having
a certain height, width, and type. The data fusion step is based on the previously done
calibration to associate the LiDAR point cloud to the 2D camera image which makes it
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possible to determine the distance to any detected object from the vehicle as shown in
Figure 2.1. This is a good example of how to align sensors measuring different variables
of the environment and combine them.

Figure 2.1: LiDAR and Camera Fusion Approach for Object Distance Estimation in Self-
Driving Vehicles [23]

In [6], A neural network is trained and used to fuse data from the stereo camera, 2D
360° LiDAR, and sonars. The goal of the fusion is to provide a more accurate distance
to obstacles estimation for mobile robots, and also take advantage of the ability of some
sensors to detect materials that others cannot. For example, LiDAR is bad for detecting
glass because the emitted light beam of the LiDAR refracts and does not return to it,
while the sonar has no difficulty detecting refractive materials.

In [24], a machine learning approach is used to fuse data from the camera, LiDAR, and
RADAR to detect and classify 3D objects in real-time. A region-based convolutional
neural network is trained taking as input a bird’s eye view of the 3D LiDAR data and the
RADAR data to produce depth data around the vehicle which is then combined with the
bounding boxes produced by YOLOv3 convolutional neural network processing images
from the camera.

In [25], a Siamese neural network is trained and used to fuse images from the camera and
depth maps from 3D LiDAR to obtain the positions of the detected objects.

In [26], a Particle filter is used to fuse pedestrian detections from 2D Camera and 3D
LiDAR based on a proposed motion model and data association model.

In [27], a camera and RADAR are placed at a Traffic intersection to detect and track ve-
hicles. The camera detects vehicles using YOLOv4 and provides their positions. RADAR
provides positions and velocities. Kalman Filter is used for sensor fusion and the Hun-
garian algorithm is used for data association between the sensors.

In [28], LiDAR and RADAR are fused using an extended Kalman filter to track the
position and velocity of a moving object. Only one object is tracked, so no data association
algorithm was used.

In [29], Kalman Filter is used to fuse data from LiDAR and RADAR to perform more ac-
curate vehicle detections and tracking based on a constant turn rate and velocity dynamic
model.

In [17], a high-level and modular fusion is described in detail, it has the advantage of being
able to deal with any number of sensors and is resilient to sensor failure. Each sensor
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needs to produce its own object track list and the different lists are fused to produce a
final and more accurate list of the tracked objects. The algorithm uses the Unscented
Kalman Filter for data fusion and the Hungarian algorithm for data association.

In [30], a camera, 3D LiDAR, and RADAR are mounted on a vehicle and were fused
to accurately detect, estimate position, and track other vehicles. Camera detection was
performed using YOLOv3 neural network coupled with RADAR to estimate the positions.
LiDAR performed detection and position estimation. The Data was fused using the
extended Kalman filter, and the association between data coming from the sensors and
currently tracked vehicles was done using the Hungarian algorithm.

2.5 Sensor fusion for higher accuracy depth sensing

In [31], depth maps from 3D LiDAR and stereo camera are fused. The LiDAR has the
advantage of having accurate measurements but sparse data, while the camera has a
much higher resolution but loses in accuracy. The fusion scheme keeps all the values from
LiDAR and interpolates the values between, taking the camera depth map as a reference
and computing the missing values with a weighted sum of the values from LiDAR and
camera, using some well-found fitting weights.

In [32], depth maps from sparse 3D LiDAR and dense stereo camera are also fused into a
more accurate dense depth map. Similarly to [31], all values from LiDAR are kept and the
missing values are interpolated from LiDAR and camera depth maps via a probabilistic
approach.

In [33], the fusion between sparse 3D LiDAR and dense stereo camera depth maps is done
using a deep convolutional neural network which has the advantage of having a compact
architecture that can be run on mobile robots. KITTI dataset [34] was used to train and
validate the model.

2.6 Summary

After going through all the previously cited applications of sensor fusion techniques in
different domains and with different sensors, it becomes clear that the choice of the most
suitable technique depends heavily on the kind of sensors we have, their accuracy, and
how they can complement each other.

Machine learning methods are mostly suited to fuse raw data at low levels with little
preprocessing or no preprocessing at all to preserve all of the features in the data.

High-level fusion methods are based on a combination of state estimators and data asso-
ciation algorithms. Kalman filter, extended Kalman filter, unscented Kalman filter, and
particle filter are commonly used as state estimator methods. The Hungarian algorithm
is commonly used as a data association method in object detection tasks.

In a following section, the different sensors of the Mercator robot are listed along with their
characteristics to discuss which sensor fusion techniques would be worth considering.

10



Chapter 3

Robotic platform sensors analysis

The robotic platform used for this Master’s thesis is the Mercator robot [35]. The Mercator
is the newly developed robotic platform at IRIDIA to run swarm robotics experiments.
The robot has a lot of actuators and sensors.

In this chapter, I analyze the sensors that are present on the Mercator robot, but not all
the sensors are taken into account for this analysis, only the sensors used for environment
perception. The goal is to determine whether including a sensor in a sensor fusion scheme
would enhance the ability of the robot to detect other robots in the swarm or not.

3.1 Camera

The camera is the Oak-D W stereo camera [36], shown in Figure 3.1, which is much more
than a simple camera; it is a complete computer vision module. It consists of a high-
resolution RGB camera (12 MP) placed at the center of the module and a stereo pair
used for depth sensing with a resolution of 1280x800 and a range between 0.2 m and 10
m. Additionally, these sensors are linked to the Robotics Vision Core 2 (RVC2), which
is a System-on-Chip capable of efficiently running various neural network architectures
with dedicated hardware.

Figure 3.1: Oak-D Wide camera1

In previous work, I conducted a comparison of several edge AI options for computer
vision, and the Oak-D W has proved to be the best choice for the Mercator robot due
to its efficiency and low power consumption. Additionally, a YOLO neural network was
trained to detect the robots, but it was for the first version of the Mercator. Since
the experiments in this Master’s thesis are done with a new prototype that is visually

1https://shop.luxonis.com/products/oak-d-w?variant=43905772519647
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completely different from the previous one, the neural network needs to be retrained to
detect the new prototype. The protocol used to collect the dataset, annotations, and
training will be described in a following section.

The camera module is actually two sensors instead of one: the RGB camera used for
robot detection and the stereo pair providing a depth map. Since the alignment of these
two sensors is done at the firmware level, as well as the computation of the position of the
detected objects [37], it can also be considered a single sensor detecting the robots and
giving their positions in the camera frame. In the next sections, the camera will sometimes
be considered a single sensor or two sensors depending on the fusion technique.

3.2 LiDAR

A 2D 360° Light Detection and Ranging (LiDAR) sensor, shown in Figure 3.2, is mounted
on top of the robot. This sensor provides very accurate distance estimation around the
entire robot in the xy-plane.

• Min range: 0.12 m

• Max range: 10 m

• Angle resolution: Between 0.43° and 0.86° (depending on frequency, 6 Hz to 12
Hz). Typically runs with 0.50° resolution at 7 Hz frequency, corresponding to 720
distance values around the entire robot.

Figure 3.2: YDLIDAR X42

The distance data can be fused by simply looking at the corresponding angles for a robot
detected by the RGB camera and computing the position of that robot. Since all robots

2https://www.ydlidar.com/products/view/5.html
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are the same, they all have their LiDAR at the same height. So, the distance to other
robots is, in reality, the distance to their LiDAR (which is on top and centered on the
robot). This means that position values will always be consistent regardless of the detected
robots’ orientation. This fusion method takes advantage of the complementary nature of
detections done by the RGB camera and the distance values from the LiDAR.

The LiDAR data can also be fused using a low-level fusion technique by combining the
raw distance data with any other sensor providing the same kind of data if there is overlap
in their field of view (FoV). Regarding the fusion with the camera, there is a line of depth
values in the depth map generated by the stereo camera that overlaps with 95° of FoV
from the LiDAR.

The LiDAR can perform detections of objects and robots in addition to estimating their
positions using clustering methods [38]. Object detection at the sensor level is necessary
in high-level fusion methods where each sensor needs to produce its own list of detected
objects before fusion.

3.3 Proximity sensors

Eight proximity sensors [39] are mounted around the robot, with the majority located
at the front. These sensors are used only for obstacle avoidance and provide distance
estimation to obstacles with a maximum range of 1.10 m within a limited field of view
(20°).

Since each proximity sensor provides distance estimation at a known angle, they could
theoretically be used to estimate the position of robots detected by the camera. However,
due to the very limited range and low resolution (one depth value for a 20° field of view),
the proximity sensors are not considered for sensor fusion at this moment.

3.4 RGB ground color sensor

An RGB ground color sensor that detects the color of the floor that is just below the
robot. This information can be used individually and will not be included in the sensor
fusion schemes in this Master’s thesis because it does not add directly any value to the
data coming from the other sensors to help the robot detect other robots or estimate their
positions.

3.5 Ambient light sensor

A sensor that senses the intensity of ambient light. Not considered for sensor fusion for
the same reason as the RGB Ground Color Sensor.

3.6 Summary

The sensors that will be used for sensor fusion are the camera and the LiDAR.

• The camera can provide detections of the robots and the depth map of the envi-
ronment in front of the robot. These two types of data will either be considered
separately or combined by estimating the position of the detected robot using the
depth information.
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• The LiDAR provides accurate depth information in the 2D xy plane all around
the robot. The LiDAR can also perform detection of the robots using clustering
methods.
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Chapter 4

Methodology

4.1 Data fusion method

The literature review showed that several high-level sensor fusion methods exist and the
best choice depends on the goal of the sensor fusion and the sensors used. Methods based
on Particle filter, extended Kalman filter, and Unscented Kalman filter are all well-fitted
for sensor fusion in non-linear dynamic systems.

In the case of this thesis, the fusion is performed on data from a stereo camera and LiDAR,
where each sensor provides positions for detected robots. Estimating the position for a
moving robot where the measurements are also positions is a linear problem, as I show
in the following section. This means that the linear Kalman filter is the most suitable
variant in the case of Kalman filtering.

Machine learning methods are also often used and can estimate linear or non-linear dy-
namic systems. Those methods have several disadvantages:

• Need for dedicated hardware to run inference.

• Optimal architectures of neural networks depend on the type of sensors used and
their quality and there is no guarantee that the same architecture would bring the
same accuracy with different sensors [6].

• Sensitivity to the training dataset is a recurrent problem with deep neural networks.
It can be mitigated by providing a huge and diversified dataset.

Since the position data of the robots from the stereo camera and LiDAR evolves based
on a linear dynamic system and the Kalman filter is the best linear estimator for such
problems [40]. I chose to implement the linear Kalman filter, which is often simply called
Kalman filter.

4.1.1 Kalman filter: General explanation

The Kalman filter [41] is used as the core of the high-level sensor fusion algorithm proposed
in this Master’s thesis. The Kalman filter is often used as a state estimator of some
process that has a known evolution model over time with noisy measurements. Besides
the initialization of the different parameters of the algorithm, a Kalman filter consists of
2 main steps: a prediction step and an update step [42].
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State transition equation

The state of the system is represented by a state vector xk and is assumed to evolve
according to the following linear dynamic model, at each time step k:

xk = Fkxk−1 +wk

Where:

• Fk is the state transition matrix that describes how the state evolves from time k−1
to k.

• wk is the assumed process noise with covariance matrix Qk.

State relation to the measurements

The system produces a measurement zk related to the estimated state xk through a
measurement matrix Hk, at each time step k :

zk = Hkxk + vk

Where:

• Hk is the measurement matrix that maps the state space to the measurement space.

• vk is the assumed measurement noise with covariance matrix Rk.

Estimation and measurements fusion

For each time t, the Kalman filter will predict the next state of the filter based on the
previous state and process noise using the state transition matrix, this is the prediction
substep. After that, the filter updates its state estimation based on the latest measure-
ments and measurement noise using the measurement matrix.

The prediction step estimates the state of the system at the next time step based on the
current state and the system dynamics:

x̂−
k = Fkx̂k−1 +Bkuk

P−
k = FkPk−1F

T
k +Qk

Where x̂−
k and P−

k are the predicted state estimate and state covariance matrix respec-
tively. The “super minus” indicates that the estimate is based only on the previous
knowledge of the filter without new measurements.

The update step corrects the predicted state based on the current measurements:

Kk = P−
k H

T
k (HkP

−
k H

T
k +Rk)

−1

x̂k = x̂−
k +Kk(zk −Hkx̂

−
k )

Pk = (I−KkHk)P
−
k
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Where x̂k and Pk are the updated state estimate and state covariance matrix respectively,
and Kk is the Kalman gain.

4.1.2 Kalman filter implementation

My implementation is built upon this Kalman filter Python library [43]. In the following,
I will break down the different choices made. The robots are assumed to be moving
according to the constant velocity model [28] [29], this is true most of the time during
swarm experiments, except when the robot is changing directions. In this model, the
state variables are the x and y positions and their derivatives (x and y velocities):

x =


x
y
x′

y′


The state variables evolve in the following way based on the transition matrix F where
∆t represents the time elapsed between each prediction step and wk is the process noise
with mean 0 and covariance matrix Q:

xk+1 =


xk+1

yk+1

x′
k+1

y′k+1

 =


1 0 ∆t 0
0 1 0 ∆t
0 0 1 0
0 0 0 1



xk

yk
x′
k

y′k

+wk

The measurement variables here are (x1, y1) which corresponds to the position measured
by the first sensor and (x2, y2) measured by the second sensor, and so on. The following
shows how measurements from two sensors are related based on the H matrix to the state
variables and the measurement noise with mean 0 and covariance matrix R:

zk =


x1k
y1k
x2k
y2k

 =


1 0 0 0
0 1 0 0
1 0 0 0
0 1 0 0



xk

yk
x′
k

y′k

+ vk

Additionally, the process noise covariance matrix Q needs to be defined for the robot
detection problem. In [38], the Q is defined based on an acceleration noise factor q since
we consider a constant-velocity model. The value for q was arbitrarily set to 0.0001
and I chose to go with the same value before doing any fine-tuning of the Kalman filter
parameters. Note that the diagonal elements of a covariance matrix are the variances of
the variables and since the variables in our system are independent, all other values in
the matrix are put to 0.

Q =


Qx 0 0 0
0 Qy 0 0
0 0 Q′

x 0
0 0 0 Q′

y

 = q ×


1
2
∆t2 0 0 0
0 1

2
∆t2 0 0

0 0 ∆t 0
0 0 0 ∆t


Where 1

2
∆t2 represents the contribution of the acceleration noise to the noise of the

position and ∆t, the contribution of the acceleration noise to the noise of the velocity.

The measurements noise covariance matrix R can be easily computed based on the accu-
racy of the sensors that can be found on their datasheets [38].
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• The datasheet for the stereo camera can be found on [44]. The relative error in the
distance estimation between the camera and an object depends on the distance:

– Below 4m: less than 2%

– 4m - 7m: less than 4%

– 7m - 10m: less than 6%

• The datasheet for the LiDAR can be found on [45]. The relative error in the distance
estimation between the LiDAR and an object depends on the distance:

– Below 1m: absolute error of +- 0.02m

– Further than 1m: less than 3.5%

Remember that the measurement variables are the position given by the camera (x1, y1)
and the position given by the LiDAR (x2, y2). Let’s look at how to compute the error in
the position variables based on the error in the distance. For some angle θ, x and y in 2D
coordinates are directly proportional to the distance to the object:{

x = d · cos θ
y = d · sin θ

The absolute error on the distance can be written as d · ϵd where ϵd is the relative error
on the distance. Let’s write the absolute errors on x and y:{

x · ϵx = (d · ϵd) · cos θ
y · ϵy = (d · ϵd) · sin θ

{
ϵx = (d·ϵd)·cos θ

x

ϵy =
(d·ϵd)·sin θ

y{
ϵx = d·ϵd·cos θ

x

ϵy =
d·ϵd·sin θ

y{
ϵx = ϵd

ϵy = ϵd

The relative errors on x and y are equal to the relative error on the distance. The values
needed in a covariance matrix are not the relative errors but the absolute variances. The
absolute variance of some variable is the square of the absolute error. The datasheets
of the sensors showed that the error is not fixed but relative to the actual values of the
measurements. This means that the measurement noise covariance matrix needs to be
updated for each new set of measurements before updating the Kalman filter with the
measurements [46]. The measurement noise covariance matrix R is computed as follows
before each update step, where ϵcamera is the relative error for the stereo camera and
ϵLiDAR is the relative error for the LiDAR.
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R=


(x1 · ϵcamera)

2 0 0 0
0 (y1 · ϵcamera)

2 0 0
0 0 (x2 · ϵLiDAR)

2 0
0 0 0 (y2 · ϵLiDAR)

2


The last matrix to initialize for the Kalman filter is the state noise covariance matrix P.
The best values for this matrix need to be determined by experimenting with different
values but for the moment, I take the same approach as done in the article [38] where the
detection and tracking are performed on pedestrians with constant velocity model, the
initial value for matrix P is seen as the distance uncertainty of the detection based on the
average width a human body and taking half of it as error radius of the detection. I do
the same thing but with the average radius of the robot r:

P=


r 0 0 0
0 r 0 0
0 0 r

∆t
0

0 0 0 r
∆t



Let’s summarize:

• When a robot is detected, a Kalman filter is initialized with transition matrix F,
measurements mapping matrixH, process noise covariance matrixQ and state noise
covariance matrix P.

• After ∆t time has elapsed, perform a round of prediction, update measurements
noise covariance matrixR and update the Kalman filter with the new measurements.

• How to fix ∆t in the transition matrix F? There are several ways to handle mea-
surements coming from different sensors:

– Update the Kalman filter with measurements when they are new ones from
any sensor and update the transition matrix F with the time elapsed since the
last prediction.

– Update the Kalman filter at a fixed frequency with the latest measurements
from all sensors. There is also no need to update the transition matrix F since
the frequency of the Kalman filter itself is fixed.

– Update the Kalman filter when measurements arrive from a designated sensor
(could the one with the highest frequency or the most reliable) and use the
latest measurements from the other sensors. In this case, since the frequency
of the sensor is fixed, the transition matrix F is fixed when the Kalman filter
is initialized.

I chose the last method over the first one since the stereo camera is more reliable
than the LiDAR at detecting robots and has a much higher frequency (at least 4
times the frequency of the LiDAR), so using the first method would not increase the
accuracy. The second method is basically the same as the last one since the camera
has a fixed frame rate.
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4.1.3 Data association problem

In the context of multiple object detections with detections coming from different sensors,
detections of the same object but from different sensors need to be associated together
using a data association algorithm to be fused. Furthermore, as explained in a previous
section, the sensor fusion algorithm chosen for the high-level fusion is the Kalman filter.
The incoming detections need also to be associated with the corresponding Kalman filter.

The data association algorithm used in this work is the Hungarian algorithm [47]. The
Hungarian algorithm was first designed to solve the assignment problem between workers
and jobs but it is widely used in the domain of sensor fusion to associate data from
different sensors and current state estimate [17] [27] [30].

The Hungarian algorithm implementation used is from the SciPy Python library [48]
which is based on [49].

To stay generic and fit both the use cases explained above for the Hungarian algorithm in
this work, the data to be associated are two lists of 2D positions in (x,y) coordinates, each
position corresponds to a detected robot (if the list is coming from a sensor) or current
position estimation of some robot (coming from the currently used Kalman filters).

The algorithm takes as input a rectangular cost matrix where rows correspond to the
positions from the first list, and columns to the positions from the second list. The
output consists of two lists: the first one contains the indices of the positions from the
first list that were matched in ascending order, and the second one contains the indices
of the positions from the second list that were matched and ordered to correspond with
the indices from the first list.

4.2 Robots detection with camera

4.2.1 Previous work

In my previous work on the Master 1 project, I developed software to detect Sphero RVR
robots using the Oak-D camera. The software used a YoloV5 neural network that ran
directly on the camera. The neural network was trained on a dataset that I built from
images of the previous prototype of the Mercator robot. The newest prototype has a new
shell that covers nearly the entirety of the robot, as shown in Figure 4.1, making the
previously trained neural network unable to detect it and obsolete.

Figure 4.1: Current version of the Mercator robot
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Furthermore, the previous neural network was trained using the trial version of the
Roboflow cloud training service. The disadvantages were that the training was limited
and could not further train the neural network with additional images or objects to detect.

For the previous reasons, the neural network training method had to be changed and
redone. The following sections will cover, the dataset building, the training of the neural
network, and the results.

4.2.2 Dataset building

The dataset must contain relevant images of the robots in the environment where the
experiments will occur. This means that:

• The images must be taken while the robots are in the arena.

• Must contain various images where the robots are moving across the arena, staying
still, aggregated, etc.

• The images must be taken with the cameras mounted on the robots. This was not
the case with the previous dataset since the camera was not present on the previous
prototype.

3 robots were set to move randomly inside the arena (for more information about the ran-
dom walk algorithm used, see appendix A.1) for 3 minutes with their cameras recording.
This was done 3 times to get a total of 9 videos. The videos were recorded with robots
moving at a speed of 0.3 m/s.

Those videos are then sampled to get a total of 200 images where robots and obstacles
are present. An example is shown in Figure 4.2.

The images were then annotated and the dataset was augmented (to a total of 500 images)
by adding images with the following augmentations:

• Horizontal flip.

• Brightness ranging from -15% and 15%.

• Blur up to 2px.

Figure 4.2: Image taken from a moving robot of 2 other robots and an obstacle
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4.2.3 YOLOv8 training

The neural network model trained is YOLOv8n1. The model was trained locally on GPU
for 183 epochs (early stopping to avoid overfitting since no improvement was seen 100
epochs later) with an input resolution of 256x256.

The obtained Pytorch model was compiled to blob format that can be used on the Oak-D
camera with the tool provided by the manufacturer2.

4.2.4 Results

The performance metrics of the trained neural network are shown in table 4.1. Precision
measures the ratio of true positives to all detected positives, while recall measures the
ratio of true positives to all annotated positives. mAP50 and mAP50-95 are more complex
measures based on both precision and recall that assess the model performance overall3.
The focus of this work is not the maximize the accuracy of the neural network used but
just to ensure that it performs sufficiently to be used in a sensor fusion scheme.

Robot Obstacle
Precision 0.988 0.909
Recall 0.875 0.766
mAP50 0.916 0.929

mAP50-95 0.807 0.797

Table 4.1: Neural network performance metrics on test set.

4.3 Robots detection with LiDAR

LiDAR is a less suitable sensor for the object detection task than a camera is, mostly
because of the higher resolution of cameras and the ability to include colors in the ex-
tracted features. In case of 3D LiDAR, detection is mostly done by Neural Networks
[17][24][26][50][51][52] but also by clustering methods [30][38].

In the case of the Mercator robot, the LiDAR is a 2D 360° LiDAR, which makes it harder
to perform detection using only the data of the LiDAR than with a more expensive 3D
LiDAR. Unlike 3D LiDAR, deep learning based methods are less popular in 2D due to the
lack of input data, unless it is used together with other sensors as done in [6] where the
neural network takes as input all the data from the 2D LiDAR, sonar, and stereo camera
to perform detection. It is also possible to use a clustering method to detect targets of
interest, this is well done in [38] where Euclidean clustering is used to detect pedestrians
with 2D LiDAR and Kalman filter for tracking.

Knowing the possible sensor fusion schemes with the camera/stereo camera, this section
focuses on the potential detection and position estimation of the targets using the data
from LiDAR alone or alongside the data from the cameras.

1https://github.com/ultralytics/ultralytics
2http://tools.luxonis.com/
3https://docs.ultralytics.com/guides/yolo-performance-metrics/#class-wise-metrics
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4.3.1 Standalone LiDAR detection

The first possibility is to try to detect the targets with only the data from the LiDAR.
The method I choose for this task is the same Euclidean clustering algorithm from [38]
since the targets here are the other robots and they have fixed widths. More precisely,
the LiDAR of each robot is at the same height so the LiDAR has to detect other LiDARs.
The main problem with clustering is that obstacles with similar widths to the robots may
be confused for them, thus detecting more robots than in reality. Keeping in mind that
the output of this detection algorithm will be used in a sensor fusion scheme, it is possible
to filter out false positives later with the data from the other sensors.

Here is in detail the Euclidean clustering algorithm implemented:

• Initialization:

– All the depth data from the LiDAR is converted to 2D cartesian points.

– A KDTree data structure is initialized with the points. KDTree can facilitate
the search for neighbor points within a certain radius for multidimensional
points.

– A set of unvisited points is initialized with the indices of all the points.

– An empty clusters list is initialized to store clustering results.

• Forming a cluster:

– Take an unvisited point and add it to the current cluster.

– Add the point to the search queue for the current cluster.

– Search neighbors for all points in the search queue till there are no more points
in the queue:

∗ Find the neighbors for the current point within the specified distance
threshold using the KDTree structure.

∗ For each unvisited neighbor:

· Remove the neighbor from the unvisited set.

· Add the neighbor to the current cluster.

· Add the neighbor to the search queue to continue searching for more
potential neighbors to add to the cluster.

– When there are no more points in the search queue, the cluster is formed but
still needs to satisfy a few conditions to be a valid cluster:

∗ It must Contain a minimum number of points and less than a maximum
number of points.

∗ The cluster’s centroid is computed along the distance of the furthest point
of the cluster from the centroid. This distance must be less than a certain
threshold determined by the target’s characteristics (0.04m for Mercator
robot).

• Repeat the forming a cluster step till there are no more points in the unvisited
set.
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4.3.2 Camera assisted LiDAR detection

The following detection methods using the data from the LiDAR but assisted by data from
the camera can be considered sensor fusion methods since data from different sensors is
used to enhance the overall output. They are presented in this section since they are also
used as a level of abstraction in the more complete sensor fusion schemes in this work.

As discussed before in section 4.2.1, the camera on the robot is actually two sensors in
one, where the central RGB camera is used to perform detections and the stereo pair
generates depth maps of the environment that can be used to estimate the 3D position
of detected targets.

The partially assisted LiDAR detection method uses only the data from the central camera
while the fully assisted LiDAR detection method uses both the data from the central
camera and the stereo pair.

Partially assisted LiDAR detection

The goal here is to use the bounding boxes around the targets generated by the camera
detection to guide the LiDAR at which angle to look for targets and measure the distance
to them.

By limiting the interesting depth data of the LiDAR to the values inside the ranges
defined by the bounding boxes, there are still tens or hundreds of values to choose from
to determine the more precisely possible distance from the LiDAR to the target. The
strategy is to reuse the same clustering algorithm as in the standalone LiDAR detection
4.3.1 but this time only on values of the LiDAR inside the bounding box.

• Each time the LiDAR readings are received:

– Check if there are currently detected targets by the camera.

– For each detected target, convert the bounding box to a pair of minimum and
maximum angles to delimit the relevant LiDAR readings.

– Apply the Euclidean clustering algorithm to those readings and extract clusters
of points.

– If there are several clusters for a single bounding box, the cluster that is the
closest to the center of the bounding box should be chosen since the LiDAR
can only see the LiDARs of other robots which happen to be always at the
center of the robots.

Fully assisted LiDAR detection

The most complete method of detection for the robot, in the sense that it uses all the
available data from the camera and stereo camera to estimate the distance with the
LiDAR.

Going further than just limiting the relevant LiDAR readings to the one delimited by the
bounding box like in the previous method, here, the closest reading from that range to the
position estimated by the camera is chosen as the LiDAR position estimation. To avoid
having positions estimated by the LiDAR that are too far away from reality in the case
the LiDAR is unable to detect the target and would select the closest obstacle instead,
a distance threshold is set. The distance threshold depends on both the precision of the
camera and the LiDAR and should be determined empirically.
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4.4 Camera LiDAR calibration

In this work, the camera and the LiDAR are considered to be already calibrated to
function individually and focus on how to calibrate them to each other or in other words,
how to ensure that the data coming from both of them is aligned.

The method used to calibrate the camera to each other is the Least-square fitting method
[53] that is used to calibrate a set of multiple sensors pair-wise in [54]. The method used
here will be limited to only 2 sensors and 2D.

The method consists of calculating a transformation matrix that will be used to transform
all the positions estimated by a sensor to fit the frame of the other sensor.

In the case of this work, the sensor fusion methods will be evaluated against ground truth
data from a tracking system. To avoid redoing calibration a second time between the
sensor and the tracking system, the transformation matrix will be computed once for
each sensor with the data from the tracking system. This still accomplishes the goal of
aligning the two sensors on top of facilitating later experiments.

4.4.1 Calibration algorithm

The transformation matrix calculation can be separated into multiple steps:

Positions re-centering

The centroids of both sets of poses coming from the sensor and the tracking system are
computed separately. The centroid is the average position (x,y) of all the points in one
set:

c =

(
1

n

n∑
i=1

xi,
1

n

n∑
i=1

yi

)
Where n is the number of points in one set.

After that, For all the points in both sets, subtract the centroid to re-center the data with
the centroid as origin:

S = si − csensor

G = gi − cground truth

Compute rotation and translation

Compute the covariance matrix H and apply Singular Value Decomposition method
(SVD):

H = G · ST

U,Σ,V = SVD(H)

Compute 2x2 Rotation matrix:
R = V ·UT

Compute 2x1 translation vector will align the sensor’s positions centroid to the ground
truth’s positions centroid:

t = csensor −R · cground truth
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Combine into the final transformation matrix

T =

[
R t
0 1

]

4.4.2 Data for calibration

The data needed for calibration must have a one-to-one correspondence, each position
from the sensor set must correspond to one position from the ground truth set. To ensure
this correspondence and that a position in the sensor frame is the same correspondent
position but in the ground truth frame (or another sensor frame, if the calibration goal
is to align to another sensor), a target that can be detected by both the sensor and the
tracking system is needed.

The target here is simply a robot since the camera and the LiDAR are both able to detect
it. The tracking system does not directly detect the robot but can detect ArUco markers,
this is explained in detail in the experiments section 6.1.

Additionally, there are two important points to take into account:

• To ensure no ambiguity in target correspondence, only one target robot will be used
at a time to collect the calibration data.

• To ensure higher coverage of the possible positions that the targets can take in front
of the sensors, the target will take a pre-determined path, since letting the robot
move randomly would take much more time and give more weight to some positions
where it might get stuck for a moment.

26



Chapter 5

Sensor fusion techniques

5.1 Complementary fusion

Complementary fusion takes advantage of the fact that different sensors gather different
data to merge. This is the way to go for systems where each sensor is specialized in
some type of data but in the case of the Mercator robot, the Oak-D camera has a stereo
camera pair that computes the depth of the environment, just like the 2D LiDAR. So,
doing complementary fusion is an underuse of available sensors.

In the case of the Mercator robot, the camera detects the target and then the LiDAR
estimates the distance to the target, knowing in which direction the target is thanks to
the camera.

Complementary fusion between the camera and the LiDAR is still interesting to implement
on the Mercator robot to perform sensor fusion for the following reasons:

• The stereo pair of cameras of the Oak-D can be turned off/on at will and is not
necessary for the mono RGB camera to detect robots/objects. Turning it off can
save up to 0.5 W (the base consumption of the mono camera + AI model is 4.5
W)1.

• Processing power is freed to increase the framerate at which the detections are done.

• The method is used as a baseline for comparison with other methods to evaluate
the improvement that the stereo pair brings to the sensor fusion system.

In practice, the complementary fusion between the mono RGB camera and LiDAR is
explained in detail in the section about LiDAR detection and position estimation assisted
by the camera 4.3.2. It is interesting to note that the Oak-D camera itself already uses
a complementary fusion scheme between the Mono RGB camera and the stereo pair of
cameras. The algorithm is provided by the manufacturer [37] and does the following:

• The mono camera detects objects and computes the size and location of the bound-
ing boxes on the image.

• The stereo pair of cameras computes a depth map that is aligned to the mono
camera.

• The algorithm runs on the Oak-D camera itself. The bounding box determines a
region of interest on the depth map, all out-of-range depth values are discarded,

1https://docs.luxonis.com/hardware/platform/environmental-specifications/power-consumption/
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and the remaining values are averaged to provide the depth of the detected object
as shown in Figure 5.1.

Figure 5.1: Illustration of the depth of some region of interest with Oak-D camera [37]

5.2 High-level and modular fusion

This fusion technique assumes that each sensor will perform the detection of the robots
and estimate their relative position individually. The scheme is modular because it can
process input data from any number of sensors. The maximum number of sensors needs
to be specified but the scheme assumes that any sensor can fail at any time.

Practically, each sensor produces a list of several positions in the form of a ROS ”geome-
try msgs/PoseArray” message in a ROS topic specific to that sensor.
The algorithm is implemented within a ROS node that subscribes to each of the sensors’
topics and publishes the fused positions in a new topic as a ROS ”geometry msgs/PoseArray”
message.

The following is a breakdown of the algorithm:

• Initialization:

– Step 1: Initialization of the ROS node with the number of sensors to fuse and
their topic names as ROS parameters.

– Step 2: Initialize an empty set of Kalman filters with the same parameters as
in section 4.1.2.

• For each time t:

– Step 3: For each additional sensor than the first one, perform matching between
the positions given by the first sensor and each of the other sensors, one by
one, using the Hungarian algorithm (see section 4.1.3). The output for each
matching step is a list of indices corresponding to the matched positions from
sensor 1 and a list of indices corresponding to the matched positions from the
other sensor. The first list is ordered in ascending order and the second is
ordered to match the first list.
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– Step 4: From the previous step, we got N-1 lists of positions from the first
sensor that were matched with the other sensors. The intersection of those
positions is kept.

– Step 5: Perform matching between the current states from the set of Kalman
filters and the positions from the first sensor (this is arbitrary, it could be
anyone since we are keeping only the detections that are agreed upon by all
the sensors for a certain time t). The matching algorithm used is also the
Hungarian Algorithm. For unmatched positions, initiate a Kalman filter with
the position as the initial state and add it to the list of matched Kalman filters.

– Step 6: For each matched Kalman filter, perform a round of prediction and
then correction using the positions computed by each sensor for the detections
that were kept. Delete unmatched Kalman filters that were not matched in
the last 10 iterations.

5.2.1 Camera LiDAR specific fusion algorithm

The algorithm described previously is suitable in cases where the sensors have a tendency
to make a lot of false detections and if we prefer to have high confidence in the detections,
but this can lead to missing some detections. There are definitely variations to this
algorithm and modifications to bring to get the best possible results but this depends
heavily on the type of sensors used and how reliable they are in their detections and
measurements.

I will not go through all the possibilities and will only propose a variation for the current
prototype of the Mercator robot, based on the following:

• The camera proved in previous work to be very reliable in detecting any robots
present in its FoV and estimating their positions.

• Detecting robots with a 360° 2D LiDAR is not a trivial task due to the lack of rele-
vant features of the robot that could be extracted from that data (only a horizontal
line of 720 depth values). The method used in this work to detect the robots is a
clustering method that is explained in detail in section 4.3.1. Since the LiDAR of
a robot is at the same height as the other LiDARs of the rest of the robots in the
swarm, the clustering method is tuned to detect the LiDARs to detect the actual
robots. Obstacles of a similar size to the LiDAR can be confused with robots. This
means that the LiDAR will detect more robots than there are in reality. Overall,
the LiDAR is less reliable in detecting the robots than the camera due to its lower
resolution, being only 2D and not 3D, and confusing some obstacles with robots.

The following are the steps of the algorithm specifically for the camera and LiDAR setup:

• Initialization:

– Step 1: Initialization of the ROS node with the number of sensors to fuse equal
to two and their topic names as ROS parameters.

–

– Step 2: Initialize an empty set of Kalman filters with the same parameters as
in section 4.1.2.

• For each set of detections received from the camera:
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– Step 3: Perform matching between the positions given by the camera and the
LiDAR using the Hungarian algorithm.

– Step 4: From the previous step, keep all the positions the camera gave even if
they were not matched.

– Step 5: Perform matching between the current states from the set of Kalman
filters and the positions from the camera. The matching algorithm used is also
the Hungarian Algorithm. For unmatched positions, initiate a Kalman filter
with the position as the initial state and add it to the list of matched Kalman
filters.

– Step 6: For each matched Kalman filter, perform a round of prediction and then
correction using the positions from the camera, and corresponding positions
from LiDAR if they were matched. Delete unmatched Kalman filters that
were not matched in the last 10 iterations.

Note that with this variant, the algorithm is still modular and can fuse data from addi-
tional sensors, the only assumption made here is that the camera is way more reliable in
terms of detection than the other sensors could be.

In both Hungarian algorithm matching loops, only matched positions with a distance less
than 0.5m from each other are considered matched. This is to ensure that if one sensor
detects target A but not target B and the other sensor detects target B and not target
A, that target A will not be falsely matched with target B.

A flowchart of the High-level fusion algorithm to fuse data from the camera and LiDAR
is shown in Figure 5.2.

5.3 Summary of the sensor fusion methods

In this section, I will summarize the sensor fusion methods that will be evaluated during
the experiments. For each method, there is a flow chart of the main components and
steps.

Three of these methods are variations of the high-level and modular fusion technique
presented before but using different LiDAR detection methods.

It is debatable why the LiDAR detection methods were not evaluated separately and then
the most fitting one was picked to do the experiments in this work. There are two reasons
for that:

• Apart from the standalone LiDAR detection using purely Euclidean clustering, the
other two methods use data from the camera to assist in performing detections for
the LiDAR. This means that these methods are already sensor fusion schemes where
one uses only the bounding boxes of the detected targets by the camera and the
other uses also the estimated position provided by the camera. Since the purpose of
this work is to enhance the perception capabilities of the robots using sensor fusion,
these methods must be evaluated separately.

• Some LiDAR detection methods might perform poorly by themselves and at the
same time bring the highest enhancement in results when combined with the esti-
mated positions from the camera: For example, the standalone detection method
might have less detection rate since it is not assisted by the detections from the
camera but at the same time might be the most precise method among the three.
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At the same time assisted LiDAR detection methods might have higher detection
rates and lower precision but they can bring higher enhancement in the final result
when fusing the data with the camera since even low precision measure will make
the Kalman filter predict more accurately as long as its error is estimated correctly
in the measurements covariance matrix.

5.3.1 High-level fusion with standalone LiDAR detection

The camera and the LiDAR perform detection and position estimation independently and
then their outputs are fused together based on the algorithm described in section 5.2.1
and shown in Figure 5.2.

Figure 5.2: High-level fusion with standalone LiDAR detection flowchart.

5.3.2 High-level fusion with partially assisted LiDAR detection

Same core algorithm as the previous method, but now the LiDAR is assisted in its detec-
tions by focusing the clustering only on the angles defined by the bounding boxes provided
by the camera. Only the modified part is shown in Figure 5.3
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Figure 5.3: High-level fusion with partially assisted LiDAR detection flowchart.

5.3.3 High-level fusion with fully assisted LiDAR detection

One step further, LiDAR uses the positions provided by the camera to estimate its own
positions by choosing the closest reading to that position in a certain radius (0.15m by
default, slightly larger than the radius of the Mercator robot) if such a reading exists.
The modified part is shown in Figure 5.4.

Figure 5.4: High-level fusion with fully assisted LiDAR detection flowchart.

5.3.4 Complementary fusion

In the following sections, complementary fusion and partially assisted LiDAR detection
are synonymous in the sense that the high-level fusion algorithm with partially assisted
LiDAR detection is complementary fusion but with the extra step of including positions
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detected by the cameras using the depth maps generated by the stereo pair. Complemen-
tary fusion is the counterpart where the stereo pair of the camera is not used to save up
on power.

The flowchart for this method is shown in Figure 5.5

Figure 5.5: Complementary fusion flowchart.
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Chapter 6

Experiments

6.1 Experiments setup

All the experiments were conducted in the IRIDIA’s robots arena (shown in Figure 6.2).
The arena has several fixed cameras placed on the ceiling to permit video recording of the
experiments. The camera system is also able to track and estimate the positions of the
robots inside the arena using ArUco markers [55] that are placed on top of each robot as
shown in Figure 6.1.

Figure 6.1: ArCuo Marker on top of a Mercator robot

6.2 Sensor fusion methods evaluation

To evaluate the accuracy and compare the different sensor fusion methods implemented in
this work, it is necessary to have ground truth data as a reference for this evaluation. The
robots’ estimated positions from the arena tracking system [56] will be used as ground
truth data during the experiments.

The arena tracking system cannot consistently track robots moving at a speed equal to or
higher than 0.4 m/s. For this reason, all the experiments will be conducted with robots
moving at a maximum speed of 0.3 m/s to ensure that the ground truth data does not
contain any drifts or jumps in the positions of the robots.
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6.2.1 Metrics

For the evaluation, similarly to other works where the precision of a sensor fusion system
needs to be assessed, the metric used is the Root Mean Square Error (RMSE) of the
estimated positions of each robot during an experiment [22] [28].

Additionally to the RMSE, other metrics are good to monitor to try to extract patterns
or scenarios where the sensors perform better or worse than what the RMSE can tell.
Here are the additional metrics used to evaluate the camera and LiDAR performances
and how they reflect on the sensor fusion results:

• Cumulative error distribution plot: The goal is to see how the error is distributed
by plotting the cumulative frequency of different error values. The different error
values are separated into 100 bins. In this plot, it is also interesting to extract a
unique value like the error such that 67% (0.67 cumulative frequency) of the errors
are below that value. This is to see whether there is a minority of high errors that
drag the RMSE up.

• Error over distance plot: The goal is to see the error in position estimation for
different distance values. The distance here is the ground truth distance value
between the sensing robot and the target. Distance values are separated into bins
of 0.1 m.

• Error over angle plot: The goal is to see whether the angle between the sensing
robot and the target has an impact on the error or not. Again the angle is based
on the ground truth data.

Estimation of the position of a robot by another robot is only possible if that robot is
directly in its field of view and successfully detected. The detection of the robots has
already been evaluated in a previous section 4.2.4 using classical computer vision model
metrics.

6.2.2 Metrics computation method

All the previously chosen metrics are based on the difference between the estimated po-
sition of a robot and the ground truth position from the tracking system. Before being
able to compute this difference for every time t, several steps are needed:

• Convert all the positions to the same coordinates frame: The ground truth positions
from the arena tracking system are computed in the arena frame while the estimated
positions of other robots are computed in the robot frame. For each robot, the
ground truth positions of other robots are converted to the robot frame. Arena
frame coordinates system origin and an example of a robot frame origin are shown
in Figure 6.2

• Since there is no way to know beforehand which estimated position of a detected
robot corresponds to which ground truth position given by the tracking system, the
Hungarian algorithm [49] is used to do the matching.

– At each time t, a cost matrix is computed between the estimated and ground
truth positions.

– The Hungarian algorithm is applied to the cost matrix to compute the matching
that gives the less total cost, which means, in this case, the less total difference
of any matching between the estimated and ground truth positions.
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– The cost of each matched pair corresponds to the difference between the esti-
mated position of a robot and its ground truth position, which is the error in
the estimation.

For more details about the algorithm, see section 4.1.3

The different metrics were computed/plotted separately for each experiment.

Figure 6.2: Arena and robot frame coordinate systems

6.2.3 Experiments

Three experiments are conducted to compare different scenarios and see if a more compli-
cated scenario decreases the accuracy of the sensor fusion system. The three experiments
are:

• A robot will stay still at the edge of the arena while estimating the position of a
moving robot. The moving robot will move on a designated path completely inside
of the field of view (FOV) of the camera of the still robot. The aim here is to have
an experiment where there is a single moving robot that never goes out of the first
robot FOV. The experiment duration is set to 1 minute since it is the time taken
by the moving robot to complete its full path. The designated path is shown in
appendix A.2.

• A robot will stay still at the edge of the arena while estimating the position of two
moving robots. This time, the robots will move randomly on the entirety of the
arena while trying to not bump into each other. The random walk algorithm used is
explained in detail in the appendix A.1. The goal of this experiment is to evaluate
the accuracy of a robot at estimating the position of multiple robots that can go
in and out of its field of view at any time. The experiment duration was set to 3
minutes to ensure that the moving robots passed enough in the FOV of the static
robot.

• Three robots will be moving freely and randomly inside the arena. All the robots are
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estimating the position of any other robots that they detect during the experiment.
The goal here is to have a more complex scenario where not only the robots to be
detected are moving but also the detecting robot. The experiment duration was
also set to 3 minutes like the second experiment.

For fairness between the different sensor fusion methods, they must all run on the same
data from the robot. It is not possible to run all the methods at the same time on the
robot, thus only the most computationally heavy method, the high-level fusion method
with LiDAR standalone detection was run online, and the rest was run offline.

The first method was also run offline to see whether there was a difference in results
due to hardware limitations. The results were the same and the method did not use
the maximum of available resources. Since it was the heaviest method, computationally
speaking, it can be concluded that the other methods would give the same results if run
online, but to be confirmed.

Since the complementary fusion method corresponds to the partially assisted LiDAR
detection method, its results are included in the high-level fusion scheme using this LiDAR
detection method.

The results are summarized for each experiment, before a global summary of the three
experiments.

6.2.4 Results

To avoid overwhelming this section with redundant plots of all the metrics in each sce-
nario, only the RMSE and error at 0.67 cumulative frequency of error distribution are
displayed in the following tables. The interesting plots are shown, but for completeness
and interested readers, the full plots are available in appendix C.

It is important to note that these results have the purpose of representing real scenarios
and represent real scenarios. They do not represent a theoretical performance of the fusion
algorithm where there would be no latency and data from the sensors are fused instantly.
In reality, each sensor has its delay in capturing the data and making it available to the
fusion algorithm, the fusion algorithm has its delay due to computations, and the fused
data produced at time t is a fusion of data from time t-1, which is not necessarily the
same time t-1 for all sensors, as the results will show.

I will first analyze the results for each experimental scenario separately and then all the
results as a whole in the discussion part.

First experiment

Among the three LiDAR detection methods, the partially assisted one performed the worst
by far, having the highest RMSE and error at the 67th percentile (one order of magnitude
above the two other methods as shown in Figures 6.3 and 6.4). The standalone and fully
assisted LiDAR methods have similar RMSE but the standalone method gives a lower
67th percentile error as shown in Figure 6.4.

For all LiDAR detection methods, no significant improvement is seen neither in RMSE
(Figure 6.5) nor 67th percentile error (Figure 6.6) values for the fused data by comparison
to the camera data.

The fully assisted LiDAR method did slightly worsen the fused results but not the partially
assisted method. This is because the latter method had such a high error, that most of
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its estimated positions were not matched with camera detections.

Figure 6.3: Experiment 1: RMSE comparison for camera and LiDAR methods in meter.

Figure 6.4: Experiment 1: Error at the 67th percentile comparison for camera and LiDAR
methods in meter.

Figure 6.5: Experiment 1: RMSE for fused poses depending on LiDAR method in meter.
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Figure 6.6: Experiment 1: Error at the 67th percentile for fused poses depending on
LiDAR method in meter.

Second experiment

Similar to the first experiment, among the three LiDAR detection methods, the partially
assisted one performed the worst in terms of RMSE and 67th percentile error as shown
in Figures 6.7 and 6.8.

The standalone LiDAR detection method had similar RMSE to the two other LiDAR
methods but way lower 67th percentile error, even lower than the camera’s. This means
that most of the estimated positions were really good with fewer that were worse than
the estimated positions by the camera.

No improvement is seen in fused data RMSE and 67th percentile error for all the LiDAR
detection methods compared to camera results in Figures 6.9 and 6.10.

Figure 6.7: Experiment 2: RMSE comparison for camera and LiDAR methods in meter.
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Figure 6.8: Experiment 2: Error at the 67th percentile comparison for camera and LiDAR
methods in meter.

Figure 6.9: Experiment 2: RMSE for fused poses depending on LiDAR method in meter.

Figure 6.10: Experiment 2: Error at the 67th percentile for fused poses depending on
LiDAR method in meter.

Third experiment

It is notable in this third experiment that having the robot doing detections while moving
around in the arena like the other robots increased the RMSE of the camera as shown in
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Figure 6.11, but it also decreased the error at the 67th percentile for the camera compared
to experiment 2 (Figure 6.12. The high RMSE can be explained by the fact that the robot
moving and rotating on itself, has introduced false positive detections of the other robots
by the camera which is penalized by the RMSE. On the other hand, the low 67th percentile
error is due to the robot moving around being closer to the other robots that it detects,
rather than at the edge of the arena in experiment 2.

The worst-performing method in this experiment is by far the fully assisted LiDAR de-
tection method, having very high RMSE and 67th percentile compared to the other two
methods (Figures 6.11 and 6.12) and even worsening the fused data 67th percentile as
shown in Figure 6.14.

It is difficult to tell which method performed better individually between the standalone
LiDAR detection and the partially assisted one in this experiment, but the latter did
improve slightly the fused data RMSE (Figure 6.13) but no improvement over the other
method in Fused data 67th percentile error (Figure 6.14).

Overall, there was also no significant improvement that would make the fused data better
to use than camera data in terms of RMSE and 67th percentile error for any method.

Figure 6.11: Experiment 3: RMSE comparison for camera and LiDAR methods in meter.

Figure 6.12: Experiment 3: Error at the 67th percentile comparison for camera and
LiDAR methods in meter.
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Figure 6.13: Experiment 3: RMSE for fused poses depending on LiDAR method in meter.

Figure 6.14: Experiment 3: Error at the 67th percentile for fused poses depending on
LiDAR method in meter.

6.2.5 Experiments results discussion

The goals of this discussion are to try to determine which LiDAR detection method
performed the best and should be kept for further experimentation and to see how the
current algorithm can be improved to bring better results if possible.

I will go through the observations made for the three experiments and explain what they
imply to improve the algorithm.

No significant improvement in fused data was observed

The fused data didn’t show any significant improvement in any experiment compared
to camera data, despite having LiDAR giving better estimations of the positions of the
robot with the standalone method in the three experiments and with the partially assisted
method in the third method. This implies that the estimated variance for the LiDAR in
section 4.1.2 was overestimated and should be lowered to give more weight to the LiDAR
in the fusion.
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Kalman filter occasional delay

I observed during experiment 1 that the movement of the robot when it rotates on itself
and takes turns according to the fused positions, has a bit of delay compared to the
positions given by the camera and the LiDAR. This can either mean that the fusion
computation takes too long or that the variances in the measurement covariance matrix
of the Kalman filter estimated in section 4.1.2 are too high. Since I didn’t observe this
delay when the robot was moving straight, I assume that the measurement variances of
both the camera and the LiDAR should be lowered to give more weight to the measures
than the prediction of the filter to avoid the occasional delay due to the divergence between
measured data and the prediction model.

Camera false positive detections

I assumed in the design of the high-level fusion algorithm that the camera had a very
low false positive detection rate and that all of its detection should be trusted and kept,
whether they were matched with detections from the LiDAR. This was true for experi-
ments 1 and 2 but not for experiment 3. While this problem might be solved later by
improving the neural network used on the camera, it is still worth it to have an alterna-
tive by not keeping the detections from the camera that were not matched by the LiDAR.
This can be turned on/off by simply changing one parameter in the launching script of
the software.

Assisted LiDAR detections poor performance

Another interesting observation is the low performance of the assisted LiDAR methods
even in static scenarios in experiments 1 and 2, seeing how the standalone method per-
formed often better than the camera, those two assisted methods should at least give
approximately the same result as the camera.

The explanation is that the camera has a higher delay than LiDAR due to the need to
perform neural network inference on its images to detect the robots. The consequence of
the assisted LiDAR methods is that the LiDAR needs to wait for the camera data (either
the bounding box for the partially assisted or the position for the fully assisted method)
to search for robots in the directions given by the camera, thus looking for robots of the
past that have already moved away in most cases.

To solve the issue, the LiDAR needs to keep scans of the past (depending on the actual
delay between the camera and the LiDAR) and search for the detected robots from the
camera in those scans.

This would have been the perfect solution but since the standalone method provides
already better results in estimating the robot’s positions than the camera and the assisted
LiDAR methods would have an extra delay than the standalone method, it is better to
use the standalone method in the fusion algorithm to compensate for the delay of the
camera rather than adding an unnecessary delay to the LiDAR detections.

The problem of the camera’s detection delay for the assisted LiDAR methods can also
be observed in Figure 6.15 where no observation of robots where made for the partially
assisted LiDAR detection outside of the FOV of the camera (since it is based on bounding
box from the camera) while the camera observed robots even when the robot was looking
at the opposite direction due to the delay and thanks to the robot rotating quickly on
itself in experiment 3 making it easily observable.

43



Figure 6.15: Experiment 3 with partially assisted LiDAR detection: Error over angle to
target (angle from the ground truth data) for the camera and LiDAR.

6.2.6 Fusion algorithm improvements

Based on the problems observed and the possible solutions that I discussed in the previous
section, I decided to only continue with the standalone method as the detection method
for the LiDAR in the fusion algorithm, improve the fusion algorithm, and test it again
with the recorded data of the three experiments.

Improvements made to the algorithm:

• Lowered the errors on the camera and the LiDAR used to compute the measure-
ment covariance matrix of the Kalman filter. A good improvement was found when
reduced by a factor of ten for the camera and 20 for the LiDAR.

• The detections made by the camera are no longer kept anymore if not also matched
by the LiDAR.

6.2.7 Improvements results

The algorithm improved in both RMSE and 67th percentile error metrics compared to
the initial implementation in all three experiments as shown in Figures 6.16 6.17 6.18.

The results also show that the RMSE of the fused data is lower than both the camera
and the LiDAR data, and the 67th percentile error is similar to the LiDAR, which is the
lowest of the 2 sensors.
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Figure 6.16: Experiment 1 comparison improved fusion, old fusion, camera, and LiDAR

Figure 6.17: Experiment 2 comparison improved fusion, old fusion, camera, and LiDAR
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Figure 6.18: Experiment 3 comparison improved fusion, old fusion, camera, and LiDAR

6.2.8 Faulty sensors experiments

Two additional experiments were done to assess the resiliency of the fusion algorithm
when low-quality data is introduced in the system from first, one sensor, and then both
sensors.

The first one is with the camera performing a lot of detections of false positive robots in
addition to the true positive ones, the cumulative histogram error distribution of the data
from the camera, LiDAR, and the fused data are shown in Figure 6.19.

The fusion algorithm still performs well with lower RMSE and lower 67th percentile error
than both of the sensors as shown in Figure 6.20

Figure 6.19: Faulty camera experiment’s cumulative histogram error distributions of the
data from the camera, LiDAR, and fused data.
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Figure 6.20: Faulty camera experiment’s comparison of improved fusion, camera, and
LiDAR

The second experiment was conducted with a faulty LiDAR in addition to a faulty camera.
The LiDAR’s clustering algorithm detects false positive robots after increasing the max-
imum cluster radius threshold. The cumulative histogram error distributions are shown
in Figure 6.21.

The fusion algorithm gives a slightly lower RMSE than the lowest RMSE of both sensors
and a much lower 67th percentile error than both sensors as shown in Figure 6.22.

Figure 6.21: Faulty sensors experiment’s cumulative histogram error distributions of the
data from the camera, LiDAR, and fused data.
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Figure 6.22: Faulty sensors experiment’s comparison of improved fusion, camera, and
LiDAR

6.3 Possible applications

There are a lot of swarm robotics experiments that can benefit from the robots being
aware of the other robots in their surroundings and knowing their positions. A visual
example of a robot detecting and computing the position of two other robots using the
sensor fusion algorithm developed in this work is shown in Figure 6.23.

One experiment that I tried is doing random walk exploration mapping with the robots
[57]. With the previous robots mapping with their proximity sensors, the maps were very
noisy due to the robots detecting each other as obstacles while moving around to explore.
One possible solution is to use the newly acquired capability of the robots to know whether
the obstacles around them are robots or not, to denoise the LiDAR’s reading, and filter
out the detected robots from them in such a way that the space they occupy is considered
free space instead of an obstacle.

I conducted an experiment with an obstacle in the arena to ensure that the obstacle is not
filtered out with the robots and see whether the mapping improves with this technique.
The different maps made by the robots and the merged maps with and without denoising
are shown in appendix B. Unfortunately, nothing can be concluded from this experiment
since the original map without filtering out the robots is already very good and with little
noise compared to what was expected initially based on the mapping experiments with
the previous robots.
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Figure 6.23: Real-time position estimations of 2 robots, the blue dot is the origin of the
detecting robot frame and the two red dots are the detected robots.
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Chapter 7

Conclusion

The main objective of this Master’s thesis was to design and implement a sensor fusion
method to enhance the perception capabilities of the robots used for swarm robotics
experiments at the IRIDIA research laboratory.

The literature review on the role of sensors in swarm robotics and sensor fusion, in general,
showed that many techniques and algorithms exist to fuse data from multiple sensors and
the choice depends on the sensors used in the fusion scheme.

I analyzed the different perception sensors present on the robotic platform to determine
which could be added to the fusion scheme to help the robot detect and estimate the
positions of surrounding robots and obstacles. The camera and the 2D 360° LiDAR were
selected for this work.

Based on the sensor analysis and literature review, I developed two sensor fusion methods:

• A complementary fusion algorithm where the camera detects and the LiDAR esti-
mates the positions of the detections.

• A high-level and modular fusion algorithm where both the sensors detect and esti-
mate the positions of the targets. This method has 3 variants based on the LiDAR
detection method:

– Standalone LiDAR detection with Euclidean clustering.

– Partially assisted LiDAR detection (Complementary fusion).

– Fully assisted LiDAR detection.

I conducted experiments in IRIDIA’s arena to assess the different fusion methods in real
scenarios. The experiments showed that the High-level fusion with standalone LiDAR
detection performed the best and was selected for further improvements and experimen-
tation.

The improved fusion algorithm outperformed the previous ones and gave better results
than both the sensors taken individually, which was the initial goal of this Master’s thesis.
Additionally, the algorithm showed great resiliency in cases where one or both sensors were
faulty.
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Future development

Camera delay

The camera had a significant delay (approximately 150ms) compared to the LiDAR when
it came to detecting and providing positions of robots and obstacles. This could be
reduced by compiling the neural network to use all the cores available on the camera’s
processing unit, instead of the current where it is compiled for half of them and runs twice
in parallel to increase framerate.

Even with half the delay, another solution that can improve the position estimation of
the camera is to use the odometry of the robot but from the past (corresponding to the
delay) to replace correctly the detected robots and obstacles in the fixed frame of the
robot’s odometry.

Larger training dataset

The neural network used for camera detection needs to be retrained and improved further
to solve the issue of false positives appearing when the robot rotates on itself. This could
be done by building a larger and more diversified dataset with more background images.

Better LiDAR alignement

The LiDAR needs to be oriented correctly and to stay parallel to the XY plane to ensure
that it can detect the LiDAR of other robots, even at further distances.

Code optimization

Although the current implementation of the algorithm did not exceed the CPU resources
available on the Raspberry Pi dedicated to the camera and no latency problem was en-
countered, it might be wise in the future, to rewrite some computationally heavy parts of
the code into a more efficient language to free up resources and reduce latency further.
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Appendix A

Robot path planning

A.1 Random walk algorithm

Each robot will plan its path individually and on the spot. The robot will use its proximity
sensors to detect any obstacles or other robots on its path and change direction in function
of that. Since the robot can only go straight forward and turn (it can go backward but
not used but it cannot go left or right without rotating to change direction), the only
proximity sensors used to detect obstacles are the four in the front. The algorithm is
simple:

• If no obstacle is detected, goes straight

• An obstacle is detected when the reading from any of the four front sensors gives a
distance less than 0.4 m (in fact the robot will continue a bit its movement before
actually detecting the obstacle, so the distance threshold must be a bit higher than
the expected stopping range):

– If the obstacle is detected by a proximity sensor on the front left, the robot
will choose to go right and vice versa. If obstacles are detected by both, it will
choose the turning direction randomly.

– It will turn for a random amount of 0.2 and 0.8 seconds, with the maximum
duration representing approximately half a turn.
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A.2 Pre-determined path

Figure A.1: Path taken by the moving robot in the first experiment.

54



Appendix B

Mapping experiment

Mapping was done with the Gmapping ROS package1 and the merging of maps was done
with multirobotmapmergeROSpackage2.

(a) Robot 1 map without filtering other robots (b) Robot 1 map with filtering other robots

1http://wiki.ros.org/gmapping
2http://wiki.ros.org/multirobot_map_merge
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(a) Robot 2 map without filtering other robots (b) Robot 2 map with filtering other robots

(a) Robot 3 map without filtering other robots (b) Robot 3 map with filtering other robots
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(a) Merged map without filtering other robots (b) Merged map with filtering other robots
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Appendix C

Sensor fusion methods evaluation
plots

C.1 First experiment

C.1.1 High-level fusion with standalone LiDAR detection

Figure C.1: First experiment, High-level fusion with standalone LiDAR detection: Errors
Evaluation metrics.
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Figure C.2: First experiment, High-level fusion with standalone LiDAR detection: X and
Y deviations metrics.
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C.1.2 High-level fusion with partially assisted LiDAR detection

Figure C.3: First experiment, High-level fusion with partially assisted LiDAR detection:
Errors Evaluation metrics.
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Figure C.4: First experiment, High-level fusion with partially assisted LiDAR detection:
X and Y deviations metrics.

61



C.1.3 High-level fusion with fully assisted LiDAR detection

Figure C.5: First experiment, High-level fusion with fully assisted LiDAR detection:
Errors Evaluation metrics.
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Figure C.6: First experiment, High-level fusion with fully assisted LiDAR detection: X
and Y deviations metrics.
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C.2 Second experiment

C.2.1 High-level fusion with standalone LiDAR detection

Figure C.7: Second experiment, High-level fusion with standalone LiDAR detection: Er-
rors Evaluation metrics.
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Figure C.8: Second experiment, High-level fusion with standalone LiDAR detection: X
and Y deviations metrics.
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C.2.2 High-level fusion with partially assisted LiDAR detection

Figure C.9: Second experiment, High-level fusion with partially assisted LiDAR detection:
Errors Evaluation metrics.
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Figure C.10: Second experiment, High-level fusion with partially assisted LiDAR detec-
tion: X and Y deviations metrics.
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C.2.3 High-level fusion with fully assisted LiDAR detection

Figure C.11: Second experiment, High-level fusion with fully assisted LiDAR detection:
Errors Evaluation metrics.
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Figure C.12: Second experiment, High-level fusion with fully assisted LiDAR detection:
X and Y deviations metrics.
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C.3 Third experiment

C.3.1 High-level fusion with standalone LiDAR detection

Figure C.13: Third experiment, High-level fusion with standalone LiDAR detection: Er-
rors Evaluation metrics.
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Figure C.14: Third experiment, High-level fusion with standalone LiDAR detection: X
and Y deviations metrics.
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C.3.2 High-level fusion with partially assisted LiDAR detection

Figure C.15: Third experiment, High-level fusion with partially assisted LiDAR detection:
Errors Evaluation metrics.
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Figure C.16: Third experiment, High-level fusion with partially assisted LiDAR detection:
X and Y deviations metrics.
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C.3.3 High-level fusion with fully assisted LiDAR detection

Figure C.17: Third experiment, High-level fusion with fully assisted LiDAR detection:
Errors Evaluation metrics.
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Figure C.18: Third experiment, High-level fusion with fully assisted LiDAR detection: X
and Y deviations metrics.
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